IN3050 - Assignment 1: Traveling Salesman Problem

Name: kristian Gyene, Username: kristsgy

**Exhaustive search**

How to run the script: python3 exhaustive\_search.py

The program will ask the user how many cities to be included. A subset of the cities from the european\_cities.csv will be used, starting with Barcelona.

For exhaustive search I used itertools.permutations to get all possible combinations of routes. Then it goes through every single route and calculates the shortest possible one.

**What is the shortest tour (i.e., the actual sequence of cities, and its length) among the first 10 cities (that is, the cities starting with B,C,D,H and I)? How long did your program take to find it?**

Result from running the script with 10 cities:

Shortest tour: ['Copenhagen', 'Hamburg', 'Brussels', 'Dublin', 'Barcelona', 'Belgrade', 'Istanbul', 'Bucharest', 'Budapest', 'Berlin', 'Copenhagen']

Tour distance: 7486.310km

Time result: 26.232s

**Calculate an approximation of how long it would take to perform exhaustive search on all 24 cities?**

For 10 cities, there is 10! = 3628800 possible combinations to compute and this took 26.232s. For 24 cities, there is 24! = 6.204 × 10^23 possible combinations to compute.

26.232 seconds =

Exhaustive search for 24 cities will take a lot of years. My calculation ended up with

**Hill climbing**

How to run the script: python3 hill\_climbing.py

The program will ask the user how many cities to be included and how many times the algorithm should run. A subset of the cities from the european\_cities.csv will be used, starting with Barcelona. I first started to generate all permutations and pick a random one, but then I found out that it was to heavy with 24 cities. So I chose to use random.sample to get only one permutation. For finding neighbors I used random.sample to swap two random cities in the tour.

I just followed the instructions in lecture 2 for the algorithm:

• Pick a random tour as the current best

• Compare to neighbor tours

• If the neighbor is shorter, replace the current best (The neighbor = another random tour)

• Repeat until we reach a certain number of evaluations (I chose 1000)

**How well does the hill climber perform, compared to the result from the exhaustive search for the first 10 cities?**

The hill climber is much faster because it doesn’t have to go through all possible solutions, instead it find a solution that it’s happy with. When it comes to accuracy, the hill climber isn’t that accurate. It really depends on how many starting point and how many neighbors it checks, and that will cost time.

**Report the length of the tour of the best, worst and mean of 20 runs (with random starting tours), as well as the standard deviation of the runs, both with the 10 first cities, and with all 24 cities.**

**20 runs – 10 cities:**

----------BEST RESULTS----------

Shortest tour: ['Hamburg', 'Brussels', 'Dublin', 'Barcelona', 'Belgrade', 'Istanbul', 'Bucharest', 'Budapest', 'Berlin', 'Copenhagen']

Tour distance: 7486.310000km

----------WORST RESULTS----------

Longest tour: ['Barcelona', 'Dublin', 'Copenhagen', 'Berlin', 'Budapest', 'Belgrade', 'Istanbul', 'Bucharest', 'Hamburg', 'Brussels']

Tour distance: 8419.090000km

Mean distance: 7944.674444km

standard deviation: 431.359183km

Time result: 3.891937s

**20 runs – 24 cities:**

----------BEST RESULTS----------

Shortest tour: ['Warsaw', 'Prague', 'Munich', 'Milan', 'Rome', 'Barcelona', 'Madrid', 'Dublin', 'London', 'Paris', 'Brussels', 'Hamburg', 'Berlin', 'Copenhagen', 'Stockholm', 'Saint Petersburg', 'Moscow', 'Kiev', 'Bucharest', 'Istanbul', 'Sofia', 'Belgrade', 'Budapest', 'Vienna']

Tour distance: 12325.930000km

----------WORST RESULTS----------

Longest tour: ['Hamburg', 'Dublin', 'Madrid', 'Barcelona', 'Rome', 'Sofia', 'Belgrade', 'Budapest', 'Vienna', 'Munich', 'Prague', 'Berlin', 'Warsaw', 'Bucharest', 'Istanbul', 'Milan', 'Paris', 'London', 'Brussels', 'Kiev', 'Moscow', 'Saint Petersburg', 'Stockholm', 'Copenhagen']

Tour distance: 16177.670000km

Mean distance: 14131.918500km

standard deviation: 982.286178km

Time result: 5.473760s

**Genetic algorithm**

How to run the script: python3 genetic\_algorithm.py

The program will ask the user how many cities to be included. A subset of the cities from the european\_cities.csv will be used, starting with Barcelona.

The flow chart is a representation of the algorithm I implemented. First I selected a random population by using random.shuffle on a route. Then for every population I started to select parents based on their fitness. The children are the products from a crossover (Partially Mapped Crossover), and mutation (swap-mutation). After getting twice as many individuals because of the offspring, I just removed half of the population wich was also the weakest considering fitness. For population size I used 30, 60 and 90. When the number of generations hits a curtain number of generation without improvement (100), then it’s done with the algorithm.

![Bilderesultater for genetic algorithm](data:image/png;base64,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)

Population 30

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Run | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Distance | 15363.45 | 14340.84 | 13841.93 | 14436.98 | 13526.80 | 14947.75 | 14998.06 | 13426.44 | 14749.61 | 15430.12 |
| Run | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 |
| Distance | 14873.75 | 13627.48 | 12745.68 | 14470.48 | 12999.36 | 13694.65 | 13639.53 | 14226.59 | 13868.85 | 14634.36 |

Best distance: 12745.68km

Worst distance: 15430.12km

Mean distance: 14192.14 km

Standard deviation: 757.40km

Population 60

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Run | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Distance | 12628.99 | 13165.64 | 14009.57 | 13969.34 | 12842.74 | 13545.90 | 14277.78 | 13397.09 | 13268.71 | 13532.98 |
| Run | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 |
| Distance | 15136.94 | 13476.76 | 13295.44 | 13009.93 | 14966.01 | 13594.18 | 13878.29 | 14018.88 | 12514.02 | 13761.01 |

Best distance: 12514.02km

Worst distance: 15136.94km

Mean distance: 13614.51km

Standard deviation: 679.21km

Population 90

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Run | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Distance | 12808.92 | 13020.34 | 13473.65 | 12805.99 | 12340.49 | 12287.07 | 13002.71 | 13360.80 | 12769.46 | 13274.89 |
| Run | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 |
| Distance | 12325.93 | 13647.19 | 12799.99 | 12927.65 | 13000.90 | 12703.47 | 12734.14 | 12558.67 | 12402.42 | 12423.08 |

Best distance: 12287.07km

Worst distance: 13647.19km

Mean distance: 12833.39km

Standard deviation: 391.19km

*Note: the data for this diagram is also included in the delivery*

Every single route got a fitness that is calculated by route\_distance / total\_distance\_in\_population. The runs stopped at different generations so I chose to only use the first 200 as the generation number for each of the variants. I also used the generation when the algorithm terminated, not the generation where it found the best result.

**Conclude which is best in terms of tour length and number of generations of evolution time.**

It really doesn’t seem like the population size is that important when we look at the graphs, but the problem is that it’s not consistent enough. If accuracy is the most important thing, then the population size 90 is the best. For running time, size 30 is clearly the best, because it does not have to go through a lot of generations.

**Among the first 10 cities, did your GA find the shortest tour (as found by the exhaustive search)? Did it come close?**

**10 cities:**

------ POPULATION SIZE: 30 ------

Number\_of\_generations: 137

Best individual stats:

route: ['Berlin', 'Budapest', 'Bucharest', 'Istanbul', 'Belgrade', 'Barcelona', 'Dublin', 'Brussels', 'Hamburg', 'Copenhagen']

Distance: 7486.3099999999995

Fitness: 43.649530543795606

Mean distance: 7897.084091km

standard deviation: 361.183254km

Average: 7905.405185185186

------ POPULATION SIZE: 60 ------

Number\_of\_generations: 42

Best individual stats:

route: ['Dublin', 'Brussels', 'Hamburg', 'Copenhagen', 'Berlin', 'Budapest', 'Bucharest', 'Istanbul', 'Belgrade', 'Barcelona']

Distance: 7486.3099999999995

Fitness: 89.3617099950654

Mean distance: 7905.405185km

standard deviation: 415.526418km

Average: 7846.320487804877

------ POPULATION SIZE: 90 ------

Number\_of\_generations: 62

Best individual stats:

route: ['Hamburg', 'Brussels', 'Dublin', 'Barcelona', 'Belgrade', 'Istanbul', 'Bucharest', 'Budapest', 'Berlin', 'Copenhagen']

Distance: 7486.3099999999995

Fitness: 134.14213814196222

Mean distance: 7846.320488km

standard deviation: 287.051828km

**24 cities:**

------ POPULATION SIZE: 30 ------

Number\_of\_generations: 268

Best individual stats:

route: ['Berlin', 'Hamburg', 'Copenhagen', 'Warsaw', 'Kiev', 'Moscow', 'Saint Petersburg', 'Stockholm', 'Dublin', 'Madrid', 'Barcelona', 'London', 'Brussels', 'Paris', 'Budapest', 'Bucharest', 'Istanbul', 'Sofia', 'Belgrade', 'Rome', 'Milan', 'Munich', 'Vienna', 'Prague']

Distance: 14873.75

Fitness: 40.98597780256544

Worst distance: 22410.660000000003

Mean distance: 16287.704000km

standard deviation: 1566.690911km

------ POPULATION SIZE: 60 ------

Number\_of\_generations: 151

Best individual stats:

route: ['Madrid', 'Barcelona', 'Rome', 'Sofia', 'Istanbul', 'Bucharest', 'Berlin', 'Hamburg', 'Dublin', 'London', 'Brussels', 'Warsaw', 'Copenhagen', 'Stockholm', 'Saint Petersburg', 'Moscow', 'Kiev', 'Belgrade', 'Budapest', 'Vienna', 'Prague', 'Munich', 'Milan', 'Paris']

Distance: 15136.949999999999

Fitness: 83.27361220169603

Worst distance: 21840.87

Mean distance: 16967.035000km

standard deviation: 1559.046462km

------ POPULATION SIZE: 90 ------

Number\_of\_generations: 296

Best individual stats:

route: ['Rome', 'Milan', 'Munich', 'Prague', 'Warsaw', 'Vienna', 'Budapest', 'Belgrade', 'Sofia', 'Istanbul', 'Bucharest', 'Kiev', 'Moscow', 'Saint Petersburg', 'Stockholm', 'Copenhagen', 'Berlin', 'Hamburg', 'Brussels', 'Paris', 'London', 'Dublin', 'Madrid', 'Barcelona']

Distance: 12325.930000000002

Fitness: 135.19240578385802

Worst distance: 18069.54

Mean distance: 13687.674865km

standard deviation: 1432.048263km

Time result: 32.598450s

The GA finds the best tour among 10 cities just like exhaustive search, but there is a big difference in efficiency. It also found a great solution on 24 cities.

**For both 10 and 24 cities: How did the running time of your GA compare to that of the exhaustive search?**

It was a lot faster, and also found the shortest tour for 10 cities. However, it could not find the absolute best solution for 24 cities, but found pretty decent solutions. By the time the exhaustive search is finished running after 26.232s with 10 cities, the GA have already calculated three different solutions with three different population sizes in around 11.0 – 16.0s. That’s a huge difference. The GA running time really depends on how big the population size is, and how many generations it goes through before terminating.

**How many tours were inspected by your GA as compared to by the exhaustive search?**

I ran the genetic algorithm on 24 cities with population size of 30. The particular run ran for 250 generations, assuming the algorithm does not generate duplicated children, this means about 2500 to 3000 tours. The exhaustive search would had to evaluate 6.204 × 10^23 tours.